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This document is Part 2 of the final doc research. This will explain the work with the full dataset but with Y1. Everything is the same up until the columns part.

### Dataset

gene <- read\_excel("~/TCR-Project/Datasets/fullgenes.xlsx")  
attach(gene)

### SKAT Prep

Partial strings:

# v gene  
stringv1 <- "TRBV10-1"  
stringv2 <- "TRBV10-2"  
stringv3 <- "TRBV10-3"  
stringv4 <- "TRBV11-1"  
stringv5 <- "TRBV11-2"  
stringv6 <- "TRBV11-3"  
stringv7 <- "TRBV12-1"  
stringv8 <- "TRBV12-3"  
stringv9 <- "TRBV12-4"  
stringv10 <- "TRBV12-5"  
  
stringv11 <- "TRBV13"  
stringv12 <- "TRBV14"  
stringv13 <- "TRBV15"  
stringv14 <- "TRBV18"  
stringv15 <- "TRBV19"  
stringv16 <- "TRBV2"  
stringv17 <- "TRBV20-1"  
stringv18 <- "TRBV21-1"  
stringv19 <- "TRBV23-1"  
stringv20 <- "TRBV24-1"  
  
stringv21 <- "TRBV25-1"  
stringv22 <- "TRBV27"  
stringv23 <- "TRBV28"  
stringv24 <- "TRBV29-1"  
stringv25 <- "TRBV3-2"  
stringv26 <- "TRBV30"  
stringv27 <- "TRBV4-1"  
stringv28 <- "TRBV4-2"  
stringv29 <- "TRBV4-3"  
stringv30 <- "TRBV5-1"  
  
stringv31 <- "TRBV5-3"  
stringv32 <- "TRBV5-4"  
stringv33 <- "TRBV5-5"  
stringv34 <- "TRBV5-6"  
stringv35 <- "TRBV5-7"  
stringv36 <- "TRBV5-8"  
stringv37 <- "TRBV6-1"  
stringv38 <- "TRBV6-2"  
stringv39 <- "TRBV6-3"  
stringv40 <- "TRBV6-4"  
  
stringv41 <- "TRBV6-5"  
stringv42 <- "TRBV6-6"  
stringv43 <- "TRBV6-7"  
stringv44 <- "TRBV6-8"  
stringv45 <- "TRBV6-9"  
stringv46 <- "TRBV7-2"  
stringv47 <- "TRBV7-3"  
stringv48 <- "TRBV7-4"  
stringv49 <- "TRBV7-5"  
stringv50 <- "TRBV7-6"  
  
# j gene  
stringj1 <- "TRBJ1-1"  
stringj2 <- "TRBJ1-2"  
stringj3 <- "TRBJ1-3"  
stringj4 <- "TRBJ1-4"  
stringj5 <- "TRBJ1-5"  
stringj6 <- "TRBJ1-6"  
stringj7 <- "TRBJ2-1"  
stringj8 <- "TRBJ2-2"  
stringj9 <- "TRBJ2-3"  
stringj10 <- "TRBJ2-4"  
  
stringj11 <- "TRBJ2-5"  
stringj12 <- "TRBJ2-6"  
stringj13 <- "TRBJ2-7"

Columns:

# v gene  
colv1 <- grep(stringv1, names(gene), value = TRUE)  
colv2 <- grep(stringv2, names(gene), value = TRUE)  
colv3 <- grep(stringv3, names(gene), value = TRUE)  
colv4 <- grep(stringv4, names(gene), value = TRUE)  
colv5 <- grep(stringv5, names(gene), value = TRUE)  
colv6 <- grep(stringv6, names(gene), value = TRUE)  
colv7 <- grep(stringv7, names(gene), value = TRUE)  
colv8 <- grep(stringv8, names(gene), value = TRUE)  
colv9 <- grep(stringv9, names(gene), value = TRUE)  
colv10 <- grep(stringv10, names(gene), value = TRUE)  
  
colv11 <- grep(stringv11, names(gene), value = TRUE)  
colv12 <- grep(stringv12, names(gene), value = TRUE)  
colv13 <- grep(stringv13, names(gene), value = TRUE)  
colv14 <- grep(stringv14, names(gene), value = TRUE)  
colv15 <- grep(stringv15, names(gene), value = TRUE)  
colv16 <- grep(stringv16, names(gene), value = TRUE)  
colv17 <- grep(stringv17, names(gene), value = TRUE)  
colv18 <- grep(stringv18, names(gene), value = TRUE)  
colv19 <- grep(stringv19, names(gene), value = TRUE)  
colv20 <- grep(stringv20, names(gene), value = TRUE)  
  
colv21 <- grep(stringv21, names(gene), value = TRUE)  
colv22 <- grep(stringv22, names(gene), value = TRUE)  
colv23 <- grep(stringv23, names(gene), value = TRUE)  
colv24 <- grep(stringv24, names(gene), value = TRUE)  
colv25 <- grep(stringv25, names(gene), value = TRUE)  
colv26 <- grep(stringv26, names(gene), value = TRUE)  
colv27 <- grep(stringv27, names(gene), value = TRUE)  
colv28 <- grep(stringv28, names(gene), value = TRUE)  
colv29 <- grep(stringv29, names(gene), value = TRUE)  
colv30 <- grep(stringv30, names(gene), value = TRUE)  
  
colv31 <- grep(stringv31, names(gene), value = TRUE)  
colv32 <- grep(stringv32, names(gene), value = TRUE)  
colv33 <- grep(stringv33, names(gene), value = TRUE)  
colv34 <- grep(stringv34, names(gene), value = TRUE)  
colv35 <- grep(stringv35, names(gene), value = TRUE)  
colv36 <- grep(stringv36, names(gene), value = TRUE)  
colv37 <- grep(stringv37, names(gene), value = TRUE)  
colv38 <- grep(stringv38, names(gene), value = TRUE)  
colv39 <- grep(stringv39, names(gene), value = TRUE)  
colv40 <- grep(stringv40, names(gene), value = TRUE)  
  
colv41 <- grep(stringv41, names(gene), value = TRUE)  
colv42 <- grep(stringv42, names(gene), value = TRUE)  
colv43 <- grep(stringv43, names(gene), value = TRUE)  
colv44 <- grep(stringv44, names(gene), value = TRUE)  
colv45 <- grep(stringv45, names(gene), value = TRUE)  
colv46 <- grep(stringv46, names(gene), value = TRUE)  
colv47 <- grep(stringv47, names(gene), value = TRUE)  
colv48 <- grep(stringv48, names(gene), value = TRUE)  
colv49 <- grep(stringv49, names(gene), value = TRUE)  
colv50 <- grep(stringv50, names(gene), value = TRUE)  
  
# j gene  
colj1 <- grep(stringj1, names(gene), value = TRUE)  
colj2 <- grep(stringj2, names(gene), value = TRUE)  
colj3 <- grep(stringj3, names(gene), value = TRUE)  
colj4 <- grep(stringj4, names(gene), value = TRUE)  
colj5 <- grep(stringj5, names(gene), value = TRUE)  
colj6 <- grep(stringj6, names(gene), value = TRUE)  
colj7 <- grep(stringj7, names(gene), value = TRUE)  
colj8 <- grep(stringj8, names(gene), value = TRUE)  
colj9 <- grep(stringj9, names(gene), value = TRUE)  
colj10 <- grep(stringj10, names(gene), value = TRUE)  
  
colj11 <- grep(stringj11, names(gene), value = TRUE)  
colj12 <- grep(stringj12, names(gene), value = TRUE)  
colj13 <- grep(stringj13, names(gene), value = TRUE)

Now after the columns, we will make three subsets based on Y1. This had caused a problem when trying to run the for loops, which we’ll dive in during that part. Right now, we need to fill in the NAs for Y1.

set.na1 <- c(22)  
set.na2 <- c(94:109)  
Y1 <- gene$Y1  
Y1[set.na1] <- "active"  
Y1[set.na2] <- "healthy"

Now, we will make three subsets and null models based on Y1’s values: active, recovered, and healthy. The reason why we’re doing three pairs is because SKATBinary only takes 1’s and 0’s. So the pairs are: active/recovered (actRec), active/healthy (actHea), and recovered/healthy (recHea). The 1 is active for actRec, active for actHea, and recovered for recHea.

# subsets  
actRec <- subset(gene, Y1 == "active" | Y1 == "recovered")  
Y.ar <- rep(0, length(actRec$Y1))  
Y.ar[which(actRec$Y1 == "active")] = 1  
  
actHea <- subset(gene, Y1 == "active" | Y1 == "healthy")  
Y.ah <- rep(0, length(actHea$Y1))  
Y.ah[which(actHea$Y1 == "active")] = 1  
  
  
recHea <- subset(gene, Y1 == "recovered" | Y1 == "healthy")  
Y.rh <- rep(0, length(recHea$Y1))  
Y.rh[which(recHea$Y1 == "recovered")] = 1  
  
# null models  
obj.ar <- SKAT\_Null\_Model(Y.ar ~ 1, out\_type = "D")

## Sample size (non-missing y and X) = 69, which is < 2000. The small sample adjustment is applied!

obj.ah <- SKAT\_Null\_Model(Y.ah ~ 1, out\_type = "D")

## Sample size (non-missing y and X) = 73, which is < 2000. The small sample adjustment is applied!

obj.rh <- SKAT\_Null\_Model(Y.rh ~ 1, out\_type = "D")

## Sample size (non-missing y and X) = 42, which is < 2000. The small sample adjustment is applied!

Finally, we can run the for loops. Now, as I mentioned, there were problems I ran into when trying to run them initially. So, I did each one individually to see what were the warnings that were popping up. The first one was this: **missing value where TRUE/FALSE needed**. I’m not sure what this meant, but the rest of the warnings had to do with dimension problems.

The dimension problem possibly occurred, because the original subsets had only the gene dataset in mind, so that had the for loop stopping at one p-value. So, after some fiddling from the professor, she figured out that I needed add in a column index for the subset to finally run smoothly and fix the dimension problem.

To note, the p-values must be less than .

## Active/Recovered

Here’s the v gene for actRec:

p.ar <- rep(0,50)  
ar.val <- rep(0,13)  
  
# loop  
for (i in 1:50) {  
 col.idx <- get(paste0("colv", i,sep=""))  
 sub <- as.matrix(actRec[,col.idx])  
 out <- SKATBinary(sub, obj.ar, kernel = "linear.weighted")  
 p <- out$p.value  
 p.ar[i] <- p  
}

ar.v <- data.frame(cbind(c(1:50), p.ar))  
colnames(ar.v) <- c("vgene.idx","pvalue")  
ar.v

## vgene.idx pvalue  
## 1 1 4.559683e-04  
## 2 2 3.161450e-04  
## 3 3 9.995234e-06  
## 4 4 1.273809e-03  
## 5 5 9.885349e-03  
## 6 6 1.000000e+00  
## 7 7 1.000000e+00  
## 8 8 5.605606e-04  
## 9 9 4.915437e-03  
## 10 10 1.000000e+00  
## 11 11 1.207556e-01  
## 12 12 7.775790e-03  
## 13 13 7.369275e-05  
## 14 14 1.294020e-04  
## 15 15 3.261918e-04  
## 16 16 1.266989e-03  
## 17 17 3.981513e-02  
## 18 18 2.628744e-01  
## 19 19 1.000000e+00  
## 20 20 1.824169e-03  
## 21 21 1.000000e+00  
## 22 22 2.679926e-03  
## 23 23 5.862270e-02  
## 24 24 1.318343e-04  
## 25 25 1.000000e+00  
## 26 26 8.115029e-03  
## 27 27 9.923313e-04  
## 28 28 2.410232e-01  
## 29 29 2.011782e-01  
## 30 30 1.745082e-03  
## 31 31 6.095097e-04  
## 32 32 1.674971e-06  
## 33 33 1.719501e-05  
## 34 34 3.411406e-03  
## 35 35 1.003743e-04  
## 36 36 1.000000e+00  
## 37 37 4.244566e-03  
## 38 38 1.000000e+00  
## 39 39 3.537481e-03  
## 40 40 3.646228e-03  
## 41 41 1.750676e-03  
## 42 42 5.056259e-05  
## 43 43 1.000000e+00  
## 44 44 1.000000e+00  
## 45 45 5.363037e-03  
## 46 46 3.868574e-05  
## 47 47 1.193209e-04  
## 48 48 1.000000e+00  
## 49 49 8.354814e-03  
## 50 50 4.662387e-03

The p-values are far better when we do these kinds of pairs. The notable p-values are: colv1, colv2, colv3, colv4, colv5, colv8, colv9, colv11, colv12, colv13, colv14, colv15, colv16, colv17, colv18, colv20, colv22, colv23, colv24, colv26, colv27, colv28, colv29, colv30, colv31, colv32, colv33, colv34, colv35, colv37, colv39, colv40, colv41, colv42, colv45, colv46, colv47, colv49, and colv50.

Here’s the j gene for actRec:

for (i in 1:13) {  
 col.idx <- get(paste0("colj", i,sep=""))  
 sub <- as.matrix(actRec[,col.idx])  
 out <- SKATBinary(sub, obj.ar, kernel = "linear.weighted")  
 p <- out$p.value  
 ar.val[i] <- p  
}

ar.j <- data.frame(cbind(c(1:13),ar.val))  
colnames(ar.j) <- c("jgene.idx","p-value")  
ar.j

## jgene.idx p-value  
## 1 1 2.263020e-01  
## 2 2 6.122725e-02  
## 3 3 1.717002e-02  
## 4 4 2.544960e-05  
## 5 5 8.060797e-05  
## 6 6 1.257839e-04  
## 7 7 3.183579e-03  
## 8 8 1.951967e-02  
## 9 9 7.633952e-03  
## 10 10 1.274398e-05  
## 11 11 1.719514e-03  
## 12 12 1.940428e-03  
## 13 13 2.325683e-04

Here, all the j genes were notable.

## Active/Healthy

Here’s the v gene for actHea:

p.ah <- rep(0,50)  
ah.val <- rep(0,13)  
  
# loop  
for (i in 1:50) {  
 col.idx <- get(paste0("colv", i,sep=""))  
 sub <- as.matrix(actHea[,col.idx])  
 out <- SKATBinary(sub, obj.ah, kernel = "linear.weighted")  
 p <- out$p.value  
 p.ah[i] <- p  
}

ah.v <- data.frame(cbind(c(1:50), p.ah))  
colnames(ah.v) <- c("vgene.idx","pvalue")  
ah.v

## vgene.idx pvalue  
## 1 1 8.992880e-01  
## 2 2 1.000000e+00  
## 3 3 7.348150e-03  
## 4 4 3.713946e-03  
## 5 5 2.193674e-01  
## 6 6 1.000000e+00  
## 7 7 1.000000e+00  
## 8 8 4.106219e-01  
## 9 9 4.770466e-05  
## 10 10 1.000000e+00  
## 11 11 2.456669e-01  
## 12 12 4.734803e-02  
## 13 13 1.362616e-02  
## 14 14 7.512294e-02  
## 15 15 5.788099e-02  
## 16 16 5.749620e-03  
## 17 17 3.713691e-03  
## 18 18 3.532945e-01  
## 19 19 1.000000e+00  
## 20 20 1.600537e-01  
## 21 21 1.000000e+00  
## 22 22 1.744027e-01  
## 23 23 4.813755e-01  
## 24 24 1.160867e-03  
## 25 25 1.000000e+00  
## 26 26 6.279928e-04  
## 27 27 1.884421e-01  
## 28 28 3.542358e-01  
## 29 29 1.328105e-01  
## 30 30 2.801180e-02  
## 31 31 1.943095e-01  
## 32 32 3.719164e-01  
## 33 33 2.297951e-01  
## 34 34 5.484197e-02  
## 35 35 1.414282e-02  
## 36 36 1.000000e+00  
## 37 37 4.345026e-02  
## 38 38 1.000000e+00  
## 39 39 1.041224e-01  
## 40 40 7.630273e-03  
## 41 41 8.474958e-03  
## 42 42 1.979785e-02  
## 43 43 1.000000e+00  
## 44 44 1.000000e+00  
## 45 45 4.060754e-05  
## 46 46 4.796944e-01  
## 47 47 2.427434e-01  
## 48 48 2.174970e-02  
## 49 49 1.183233e-01  
## 50 50 3.853965e-03

The notable p-values are: colv1, colv3, colv4, colv5, colv8, colv9, colv11, colv12, colv13, colv14, colv15, colv16, colv17, colv18, colv20, colv22, colv23, colv24, colv26, colv27, colv28, colv29, colv30, colv31, colv32, colv33, colv34, colv35, colv37, colv39, colv40, colv41, colv42, colv45, colv46, colv47, colv49, and colv50.

Here’s the j gene for actHea:

for (i in 1:13) {  
 col.idx <- get(paste0("colj", i,sep=""))  
 sub <- as.matrix(actHea[,col.idx])  
 out <- SKATBinary(sub, obj.ah, kernel = "linear.weighted")  
 p <- out$p.value  
 ah.val[i] <- p  
}

ah.j <- data.frame(cbind(c(1:13),ah.val))  
colnames(ah.j) <- c("jgene.idx","p-value")  
ah.j

## jgene.idx p-value  
## 1 1 0.2104389394  
## 2 2 0.0096603839  
## 3 3 0.8767350099  
## 4 4 0.0681701842  
## 5 5 0.0471951732  
## 6 6 0.0660849810  
## 7 7 0.0006782331  
## 8 8 0.0008721123  
## 9 9 0.1173672771  
## 10 10 0.5000000000  
## 11 11 0.0098412427  
## 12 12 0.1712072117  
## 13 13 0.0150592306

Here, the notable j genes are: colj2, colj5, colj7, colj8, colj11, and colj13.

## Recovered/Healthy

Here’s the v gene for recHea:

p.rh <- rep(0,50)  
rh.val <- rep(0,13)  
  
# loop  
for (i in 1:50) {  
 col.idx <- get(paste0("colv", i,sep=""))  
 sub <- as.matrix(recHea[,col.idx])  
 out <- SKATBinary(sub, obj.rh, kernel = "linear.weighted")  
 p <- out$p.value  
 p.rh[i] <- p  
}

rh.v <- data.frame(cbind(c(1:50), p.rh))  
colnames(rh.v) <- c("vgene.idx","pvalue")  
rh.v

## vgene.idx pvalue  
## 1 1 5.102107e-02  
## 2 2 2.586076e-03  
## 3 3 1.354161e-02  
## 4 4 6.547944e-04  
## 5 5 1.251218e-01  
## 6 6 1.000000e+00  
## 7 7 1.000000e+00  
## 8 8 1.093481e-03  
## 9 9 2.511192e-03  
## 10 10 1.000000e+00  
## 11 11 1.845926e-02  
## 12 12 1.302581e-01  
## 13 13 1.247199e-01  
## 14 14 5.131038e-03  
## 15 15 1.759138e-05  
## 16 16 3.808133e-03  
## 17 17 1.366528e-03  
## 18 18 2.992410e-02  
## 19 19 1.000000e+00  
## 20 20 2.429513e-02  
## 21 21 1.000000e+00  
## 22 22 1.758628e-05  
## 23 23 1.669464e-02  
## 24 24 5.033200e-02  
## 25 25 1.000000e+00  
## 26 26 1.657603e-01  
## 27 27 6.715324e-05  
## 28 28 2.186395e-01  
## 29 29 1.540540e-01  
## 30 30 4.565020e-04  
## 31 31 2.213975e-02  
## 32 32 1.216602e-02  
## 33 33 7.112681e-02  
## 34 34 4.527763e-02  
## 35 35 7.620747e-02  
## 36 36 1.000000e+00  
## 37 37 3.787244e-01  
## 38 38 1.000000e+00  
## 39 39 6.097698e-02  
## 40 40 3.099201e-01  
## 41 41 5.477419e-02  
## 42 42 3.098938e-03  
## 43 43 1.000000e+00  
## 44 44 1.000000e+00  
## 45 45 5.334715e-01  
## 46 46 6.824591e-02  
## 47 47 1.035879e-04  
## 48 48 2.788012e-04  
## 49 49 3.201808e-04  
## 50 50 9.847666e-03

The notable p-values are: colv1, colv2, colv3, colv4, colv5, colv8, colv9, colv11, colv12, colv13, colv14, colv15, colov16, colv17, colv18, colv20, colv22, colv23, colv24, colv26, colv27, colv28, colv29, colv30, colv31, colv32, colv33, colv34, colv35, colv37, colv39, colv40, colv41, colv42, colv45, colv46, colv47, colv48, colv49, and colv50.

Here’s the j gene for recHea:

for (i in 1:13) {  
 col.idx <- get(paste0("colj", i,sep=""))  
 sub <- as.matrix(recHea[,col.idx])  
 out <- SKATBinary(sub, obj.rh, kernel = "linear.weighted")  
 p <- out$p.value  
 rh.val[i] <- p  
}

rh.j <- data.frame(cbind(c(1:13),rh.val))  
colnames(rh.j) <- c("jgene.idx","p-value")  
rh.j

## jgene.idx p-value  
## 1 1 6.461444e-01  
## 2 2 3.991247e-02  
## 3 3 2.380597e-05  
## 4 4 1.312574e-02  
## 5 5 3.017598e-03  
## 6 6 7.934859e-02  
## 7 7 2.294939e-03  
## 8 8 1.257227e-02  
## 9 9 8.167132e-02  
## 10 10 9.338607e-04  
## 11 11 3.629524e-02  
## 12 12 1.563543e-01  
## 13 13 4.900978e-03

Here, all the j genes are notable.

Now, let’s do the p-value adjustments on each one

## actRec

Here’s for the actRec’s v genes:

# v gene  
ar.pv <- ar.v$pvalue  
ar.paV <- p.adjust(ar.pv, method = p.adjust.methods, n = length(ar.pv))  
ar.vRes <- data.frame(cbind(c(1:50), ar.paV))  
colnames(ar.vRes) <- c("vgene.idx","p-value")  
ar.vRes

## vgene.idx p-value  
## 1 1 1.732680e-02  
## 2 2 1.264580e-02  
## 3 3 4.897664e-04  
## 4 4 4.307761e-02  
## 5 5 1.779363e-01  
## 6 6 1.000000e+00  
## 7 7 1.000000e+00  
## 8 8 2.074074e-02  
## 9 9 1.130551e-01  
## 10 10 1.000000e+00  
## 11 11 1.000000e+00  
## 12 12 1.632916e-01  
## 13 13 3.316174e-03  
## 14 14 5.434882e-03  
## 15 15 1.272148e-02  
## 16 16 4.307761e-02  
## 17 17 6.768571e-01  
## 18 18 1.000000e+00  
## 19 19 1.000000e+00  
## 20 20 5.584262e-02  
## 21 21 1.000000e+00  
## 22 22 7.771786e-02  
## 23 23 9.379633e-01  
## 24 24 5.434882e-03  
## 25 25 1.000000e+00  
## 26 26 1.632916e-01  
## 27 27 3.473160e-02  
## 28 28 1.000000e+00  
## 29 29 1.000000e+00  
## 30 30 5.584262e-02  
## 31 31 2.194235e-02  
## 32 32 8.374853e-05  
## 33 33 8.253603e-04  
## 34 34 9.551937e-02  
## 35 35 4.416470e-03  
## 36 36 1.000000e+00  
## 37 37 1.061142e-01  
## 38 38 1.000000e+00  
## 39 39 9.551937e-02  
## 40 40 9.551937e-02  
## 41 41 5.584262e-02  
## 42 42 2.325879e-03  
## 43 43 1.000000e+00  
## 44 44 1.000000e+00  
## 45 45 1.179868e-01  
## 46 46 1.818230e-03  
## 47 47 5.130800e-03  
## 48 48 1.000000e+00  
## 49 49 1.632916e-01  
## 50 50 1.118973e-01

The notable v gene columns are: 1, 2, 3, 4, 5, 8, 9, 12, 13, 14, 15, 16, 17, 20, 22, 23, 24, 26, 27, 30, 31, 32, 33, 34, 35, 37, 39, 40, 41, 42, 45, 46, 47, 49, and 50.

And here’s for the j genes:

# j gene  
ar.pj <- ar.j$`p-value`  
ar.paJ <- p.adjust(ar.pj, method = p.adjust.methods, n = length(ar.pj))  
ar.jRes <- data.frame(cbind(c(1:13), ar.paJ))  
colnames(ar.jRes) <- c("jgene.idx","p-value")  
ar.jRes

## jgene.idx p-value  
## 1 1 0.2263020057  
## 2 2 0.1224544978  
## 3 3 0.0686800872  
## 4 4 0.0003053952  
## 5 5 0.0008866877  
## 6 6 0.0012578389  
## 7 7 0.0191014761  
## 8 8 0.0686800872  
## 9 9 0.0381697581  
## 10 10 0.0001656718  
## 11 11 0.0137561108  
## 12 12 0.0137561108  
## 13 13 0.0020931150

The notable j gene columns are: 4, 5, 6, 7, 9, 10, 11, 12, and 13.

## actHea

Here’s for the actHea’s v genes:

# v gene  
ah.pv <- ah.v$pvalue  
ah.paV <- p.adjust(ah.pv, method = p.adjust.methods, n = length(ah.pv))  
ah.vRes <- data.frame(cbind(c(1:50), ah.paV))  
colnames(ah.vRes) <- c("vgene.idx","p-value")  
ah.vRes

## vgene.idx p-value  
## 1 1 1.000000000  
## 2 2 1.000000000  
## 3 3 0.308622318  
## 4 4 0.170829788  
## 5 5 1.000000000  
## 6 6 1.000000000  
## 7 7 1.000000000  
## 8 8 1.000000000  
## 9 9 0.002337528  
## 10 10 1.000000000  
## 11 11 1.000000000  
## 12 12 1.000000000  
## 13 13 0.531420147  
## 14 14 1.000000000  
## 15 15 1.000000000  
## 16 16 0.247233661  
## 17 17 0.170829788  
## 18 18 1.000000000  
## 19 19 1.000000000  
## 20 20 1.000000000  
## 21 21 1.000000000  
## 22 22 1.000000000  
## 23 23 1.000000000  
## 24 24 0.054560760  
## 25 25 1.000000000  
## 26 26 0.030143656  
## 27 27 1.000000000  
## 28 28 1.000000000  
## 29 29 1.000000000  
## 30 30 0.980412912  
## 31 31 1.000000000  
## 32 32 1.000000000  
## 33 33 1.000000000  
## 34 34 1.000000000  
## 35 35 0.537427323  
## 36 36 1.000000000  
## 37 37 1.000000000  
## 38 38 1.000000000  
## 39 39 1.000000000  
## 40 40 0.312841211  
## 41 41 0.338998322  
## 42 42 0.732520455  
## 43 43 1.000000000  
## 44 44 1.000000000  
## 45 45 0.002030377  
## 46 46 1.000000000  
## 47 47 1.000000000  
## 48 48 0.782989294  
## 49 49 1.000000000  
## 50 50 0.170829788

The notable v gene columns are: 9, 26, and 45.

And here’s for the j genes:

# j gene  
ah.pj <- ah.j$`p-value`  
ah.paJ <- p.adjust(ah.pj, method = p.adjust.methods, n = length(ah.pj))  
ah.jRes <- data.frame(cbind(c(1:13), ah.paJ))  
colnames(ah.jRes) <- c("jgene.idx","p-value")  
ah.jRes

## jgene.idx p-value  
## 1 1 0.68482885  
## 2 2 0.10626422  
## 3 3 1.00000000  
## 4 4 0.46259487  
## 5 5 0.37756139  
## 6 6 0.46259487  
## 7 7 0.00881703  
## 8 8 0.01046535  
## 9 9 0.58683639  
## 10 10 1.00000000  
## 11 11 0.10626422  
## 12 12 0.68482885  
## 13 13 0.13553308

The notable j gene columns are: 7 and 8.

## recHea

Here’s for the recHea’s v genes:

# v gene  
rh.pv <- rh.v$pvalue  
rh.paV <- p.adjust(rh.pv, method = p.adjust.methods, n = length(rh.pv))  
rh.vRes <- data.frame(cbind(c(1:50), rh.paV))  
colnames(rh.vRes) <- c("vgene.idx","p-value")  
rh.vRes

## vgene.idx p-value  
## 1 1 1.0000000000  
## 2 2 0.1008569545  
## 3 3 0.4468731329  
## 4 4 0.0281561601  
## 5 5 1.0000000000  
## 6 6 1.0000000000  
## 7 7 1.0000000000  
## 8 8 0.0459261904  
## 9 9 0.1004476950  
## 10 10 1.0000000000  
## 11 11 0.5722371375  
## 12 12 1.0000000000  
## 13 13 1.0000000000  
## 14 14 0.1847173791  
## 15 15 0.0008793141  
## 16 16 0.1409009300  
## 17 17 0.0560276533  
## 18 18 0.8378747090  
## 19 19 1.0000000000  
## 20 20 0.7045586961  
## 21 21 1.0000000000  
## 22 22 0.0008793141  
## 23 23 0.5342284277  
## 24 24 1.0000000000  
## 25 25 1.0000000000  
## 26 26 1.0000000000  
## 27 27 0.0032233553  
## 28 28 1.0000000000  
## 29 29 1.0000000000  
## 30 30 0.0200860880  
## 31 31 0.6641923950  
## 32 32 0.4136445444  
## 33 33 1.0000000000  
## 34 34 1.0000000000  
## 35 35 1.0000000000  
## 36 36 1.0000000000  
## 37 37 1.0000000000  
## 38 38 1.0000000000  
## 39 39 1.0000000000  
## 40 40 1.0000000000  
## 41 41 1.0000000000  
## 42 42 0.1177596497  
## 43 43 1.0000000000  
## 44 44 1.0000000000  
## 45 45 1.0000000000  
## 46 46 1.0000000000  
## 47 47 0.0048686317  
## 48 48 0.0128248537  
## 49 49 0.0144081364  
## 50 50 0.3446683103

The notable v gene columns are: 4, 8, 15, 17 (debatable), 22, 27, 30, 47, 48, and 49.

And here’s for the j genes:

# j gene  
rh.pj <- rh.j$`p-value`  
rh.paJ <- p.adjust(rh.pj, method = p.adjust.methods, n = length(rh.pj))  
rh.jRes <- data.frame(cbind(c(1:13), rh.paJ))  
colnames(rh.jRes) <- c("jgene.idx","p-value")  
rh.jRes

## jgene.idx p-value  
## 1 1 0.6461444455  
## 2 2 0.2177714504  
## 3 3 0.0003094776  
## 4 4 0.1005781721  
## 5 5 0.0301759834  
## 6 6 0.3173943736  
## 7 7 0.0252443297  
## 8 8 0.1005781721  
## 9 9 0.3173943736  
## 10 10 0.0112063283  
## 11 11 0.2177714504  
## 12 12 0.3173943736  
## 13 13 0.0441088035

The notable j gene columns are: 3, 5, 7, 10, and 13.

### PCA Plots

Now, we will make PCA plots for each subset and the entire dataset to compare. We will use the p-adjusted values for this one.

First, we need to do some prep for the plots. But once it was done, we can do the v and j gene plots for each pair.
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**PCA Plot: Active-Healthy V Gene**
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**PCA Plot: fullgenes dataset, Y1 Coloring**![](data:image/png;base64,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)

**Code Appendix**

knitr::opts\_chunk$set(echo = TRUE)  
library(dplyr)  
library(factoextra)  
library(ggfortify)  
library(ggplot2)  
library(gridExtra)  
library(psych)  
library(readr)  
library(readxl)  
library(SKAT)  
library(tidyr)  
gene <- read\_excel("~/TCR-Project/Datasets/fullgenes.xlsx")  
attach(gene)  
# v gene  
stringv1 <- "TRBV10-1"  
stringv2 <- "TRBV10-2"  
stringv3 <- "TRBV10-3"  
stringv4 <- "TRBV11-1"  
stringv5 <- "TRBV11-2"  
stringv6 <- "TRBV11-3"  
stringv7 <- "TRBV12-1"  
stringv8 <- "TRBV12-3"  
stringv9 <- "TRBV12-4"  
stringv10 <- "TRBV12-5"  
  
stringv11 <- "TRBV13"  
stringv12 <- "TRBV14"  
stringv13 <- "TRBV15"  
stringv14 <- "TRBV18"  
stringv15 <- "TRBV19"  
stringv16 <- "TRBV2"  
stringv17 <- "TRBV20-1"  
stringv18 <- "TRBV21-1"  
stringv19 <- "TRBV23-1"  
stringv20 <- "TRBV24-1"  
  
stringv21 <- "TRBV25-1"  
stringv22 <- "TRBV27"  
stringv23 <- "TRBV28"  
stringv24 <- "TRBV29-1"  
stringv25 <- "TRBV3-2"  
stringv26 <- "TRBV30"  
stringv27 <- "TRBV4-1"  
stringv28 <- "TRBV4-2"  
stringv29 <- "TRBV4-3"  
stringv30 <- "TRBV5-1"  
  
stringv31 <- "TRBV5-3"  
stringv32 <- "TRBV5-4"  
stringv33 <- "TRBV5-5"  
stringv34 <- "TRBV5-6"  
stringv35 <- "TRBV5-7"  
stringv36 <- "TRBV5-8"  
stringv37 <- "TRBV6-1"  
stringv38 <- "TRBV6-2"  
stringv39 <- "TRBV6-3"  
stringv40 <- "TRBV6-4"  
  
stringv41 <- "TRBV6-5"  
stringv42 <- "TRBV6-6"  
stringv43 <- "TRBV6-7"  
stringv44 <- "TRBV6-8"  
stringv45 <- "TRBV6-9"  
stringv46 <- "TRBV7-2"  
stringv47 <- "TRBV7-3"  
stringv48 <- "TRBV7-4"  
stringv49 <- "TRBV7-5"  
stringv50 <- "TRBV7-6"  
  
# j gene  
stringj1 <- "TRBJ1-1"  
stringj2 <- "TRBJ1-2"  
stringj3 <- "TRBJ1-3"  
stringj4 <- "TRBJ1-4"  
stringj5 <- "TRBJ1-5"  
stringj6 <- "TRBJ1-6"  
stringj7 <- "TRBJ2-1"  
stringj8 <- "TRBJ2-2"  
stringj9 <- "TRBJ2-3"  
stringj10 <- "TRBJ2-4"  
  
stringj11 <- "TRBJ2-5"  
stringj12 <- "TRBJ2-6"  
stringj13 <- "TRBJ2-7"  
# v gene  
colv1 <- grep(stringv1, names(gene), value = TRUE)  
colv2 <- grep(stringv2, names(gene), value = TRUE)  
colv3 <- grep(stringv3, names(gene), value = TRUE)  
colv4 <- grep(stringv4, names(gene), value = TRUE)  
colv5 <- grep(stringv5, names(gene), value = TRUE)  
colv6 <- grep(stringv6, names(gene), value = TRUE)  
colv7 <- grep(stringv7, names(gene), value = TRUE)  
colv8 <- grep(stringv8, names(gene), value = TRUE)  
colv9 <- grep(stringv9, names(gene), value = TRUE)  
colv10 <- grep(stringv10, names(gene), value = TRUE)  
  
colv11 <- grep(stringv11, names(gene), value = TRUE)  
colv12 <- grep(stringv12, names(gene), value = TRUE)  
colv13 <- grep(stringv13, names(gene), value = TRUE)  
colv14 <- grep(stringv14, names(gene), value = TRUE)  
colv15 <- grep(stringv15, names(gene), value = TRUE)  
colv16 <- grep(stringv16, names(gene), value = TRUE)  
colv17 <- grep(stringv17, names(gene), value = TRUE)  
colv18 <- grep(stringv18, names(gene), value = TRUE)  
colv19 <- grep(stringv19, names(gene), value = TRUE)  
colv20 <- grep(stringv20, names(gene), value = TRUE)  
  
colv21 <- grep(stringv21, names(gene), value = TRUE)  
colv22 <- grep(stringv22, names(gene), value = TRUE)  
colv23 <- grep(stringv23, names(gene), value = TRUE)  
colv24 <- grep(stringv24, names(gene), value = TRUE)  
colv25 <- grep(stringv25, names(gene), value = TRUE)  
colv26 <- grep(stringv26, names(gene), value = TRUE)  
colv27 <- grep(stringv27, names(gene), value = TRUE)  
colv28 <- grep(stringv28, names(gene), value = TRUE)  
colv29 <- grep(stringv29, names(gene), value = TRUE)  
colv30 <- grep(stringv30, names(gene), value = TRUE)  
  
colv31 <- grep(stringv31, names(gene), value = TRUE)  
colv32 <- grep(stringv32, names(gene), value = TRUE)  
colv33 <- grep(stringv33, names(gene), value = TRUE)  
colv34 <- grep(stringv34, names(gene), value = TRUE)  
colv35 <- grep(stringv35, names(gene), value = TRUE)  
colv36 <- grep(stringv36, names(gene), value = TRUE)  
colv37 <- grep(stringv37, names(gene), value = TRUE)  
colv38 <- grep(stringv38, names(gene), value = TRUE)  
colv39 <- grep(stringv39, names(gene), value = TRUE)  
colv40 <- grep(stringv40, names(gene), value = TRUE)  
  
colv41 <- grep(stringv41, names(gene), value = TRUE)  
colv42 <- grep(stringv42, names(gene), value = TRUE)  
colv43 <- grep(stringv43, names(gene), value = TRUE)  
colv44 <- grep(stringv44, names(gene), value = TRUE)  
colv45 <- grep(stringv45, names(gene), value = TRUE)  
colv46 <- grep(stringv46, names(gene), value = TRUE)  
colv47 <- grep(stringv47, names(gene), value = TRUE)  
colv48 <- grep(stringv48, names(gene), value = TRUE)  
colv49 <- grep(stringv49, names(gene), value = TRUE)  
colv50 <- grep(stringv50, names(gene), value = TRUE)  
  
# j gene  
colj1 <- grep(stringj1, names(gene), value = TRUE)  
colj2 <- grep(stringj2, names(gene), value = TRUE)  
colj3 <- grep(stringj3, names(gene), value = TRUE)  
colj4 <- grep(stringj4, names(gene), value = TRUE)  
colj5 <- grep(stringj5, names(gene), value = TRUE)  
colj6 <- grep(stringj6, names(gene), value = TRUE)  
colj7 <- grep(stringj7, names(gene), value = TRUE)  
colj8 <- grep(stringj8, names(gene), value = TRUE)  
colj9 <- grep(stringj9, names(gene), value = TRUE)  
colj10 <- grep(stringj10, names(gene), value = TRUE)  
  
colj11 <- grep(stringj11, names(gene), value = TRUE)  
colj12 <- grep(stringj12, names(gene), value = TRUE)  
colj13 <- grep(stringj13, names(gene), value = TRUE)  
set.na1 <- c(22)  
set.na2 <- c(94:109)  
Y1 <- gene$Y1  
Y1[set.na1] <- "active"  
Y1[set.na2] <- "healthy"  
# subsets  
actRec <- subset(gene, Y1 == "active" | Y1 == "recovered")  
Y.ar <- rep(0, length(actRec$Y1))  
Y.ar[which(actRec$Y1 == "active")] = 1  
  
actHea <- subset(gene, Y1 == "active" | Y1 == "healthy")  
Y.ah <- rep(0, length(actHea$Y1))  
Y.ah[which(actHea$Y1 == "active")] = 1  
  
  
recHea <- subset(gene, Y1 == "recovered" | Y1 == "healthy")  
Y.rh <- rep(0, length(recHea$Y1))  
Y.rh[which(recHea$Y1 == "recovered")] = 1  
  
# null models  
obj.ar <- SKAT\_Null\_Model(Y.ar ~ 1, out\_type = "D")  
obj.ah <- SKAT\_Null\_Model(Y.ah ~ 1, out\_type = "D")  
obj.rh <- SKAT\_Null\_Model(Y.rh ~ 1, out\_type = "D")  
p.ar <- rep(0,50)  
ar.val <- rep(0,13)  
  
# loop  
for (i in 1:50) {  
 col.idx <- get(paste0("colv", i,sep=""))  
 sub <- as.matrix(actRec[,col.idx])  
 out <- SKATBinary(sub, obj.ar, kernel = "linear.weighted")  
 p <- out$p.value  
 p.ar[i] <- p  
}  
ar.v <- data.frame(cbind(c(1:50), p.ar))  
colnames(ar.v) <- c("vgene.idx","pvalue")  
ar.v  
for (i in 1:13) {  
 col.idx <- get(paste0("colj", i,sep=""))  
 sub <- as.matrix(actRec[,col.idx])  
 out <- SKATBinary(sub, obj.ar, kernel = "linear.weighted")  
 p <- out$p.value  
 ar.val[i] <- p  
}  
ar.j <- data.frame(cbind(c(1:13),ar.val))  
colnames(ar.j) <- c("jgene.idx","p-value")  
ar.j  
p.ah <- rep(0,50)  
ah.val <- rep(0,13)  
  
# loop  
for (i in 1:50) {  
 col.idx <- get(paste0("colv", i,sep=""))  
 sub <- as.matrix(actHea[,col.idx])  
 out <- SKATBinary(sub, obj.ah, kernel = "linear.weighted")  
 p <- out$p.value  
 p.ah[i] <- p  
}  
ah.v <- data.frame(cbind(c(1:50), p.ah))  
colnames(ah.v) <- c("vgene.idx","pvalue")  
ah.v  
for (i in 1:13) {  
 col.idx <- get(paste0("colj", i,sep=""))  
 sub <- as.matrix(actHea[,col.idx])  
 out <- SKATBinary(sub, obj.ah, kernel = "linear.weighted")  
 p <- out$p.value  
 ah.val[i] <- p  
}  
ah.j <- data.frame(cbind(c(1:13),ah.val))  
colnames(ah.j) <- c("jgene.idx","p-value")  
ah.j  
p.rh <- rep(0,50)  
rh.val <- rep(0,13)  
  
# loop  
for (i in 1:50) {  
 col.idx <- get(paste0("colv", i,sep=""))  
 sub <- as.matrix(recHea[,col.idx])  
 out <- SKATBinary(sub, obj.rh, kernel = "linear.weighted")  
 p <- out$p.value  
 p.rh[i] <- p  
}  
rh.v <- data.frame(cbind(c(1:50), p.rh))  
colnames(rh.v) <- c("vgene.idx","pvalue")  
rh.v  
for (i in 1:13) {  
 col.idx <- get(paste0("colj", i,sep=""))  
 sub <- as.matrix(recHea[,col.idx])  
 out <- SKATBinary(sub, obj.rh, kernel = "linear.weighted")  
 p <- out$p.value  
 rh.val[i] <- p  
}  
rh.j <- data.frame(cbind(c(1:13),rh.val))  
colnames(rh.j) <- c("jgene.idx","p-value")  
rh.j  
# v gene  
ar.pv <- ar.v$pvalue  
ar.paV <- p.adjust(ar.pv, method = p.adjust.methods, n = length(ar.pv))  
ar.vRes <- data.frame(cbind(c(1:50), ar.paV))  
colnames(ar.vRes) <- c("vgene.idx","p-value")  
ar.vRes  
# j gene  
ar.pj <- ar.j$`p-value`  
ar.paJ <- p.adjust(ar.pj, method = p.adjust.methods, n = length(ar.pj))  
ar.jRes <- data.frame(cbind(c(1:13), ar.paJ))  
colnames(ar.jRes) <- c("jgene.idx","p-value")  
ar.jRes  
# v gene  
ah.pv <- ah.v$pvalue  
ah.paV <- p.adjust(ah.pv, method = p.adjust.methods, n = length(ah.pv))  
ah.vRes <- data.frame(cbind(c(1:50), ah.paV))  
colnames(ah.vRes) <- c("vgene.idx","p-value")  
ah.vRes  
# j gene  
ah.pj <- ah.j$`p-value`  
ah.paJ <- p.adjust(ah.pj, method = p.adjust.methods, n = length(ah.pj))  
ah.jRes <- data.frame(cbind(c(1:13), ah.paJ))  
colnames(ah.jRes) <- c("jgene.idx","p-value")  
ah.jRes  
# v gene  
rh.pv <- rh.v$pvalue  
rh.paV <- p.adjust(rh.pv, method = p.adjust.methods, n = length(rh.pv))  
rh.vRes <- data.frame(cbind(c(1:50), rh.paV))  
colnames(rh.vRes) <- c("vgene.idx","p-value")  
rh.vRes  
# j gene  
rh.pj <- rh.j$`p-value`  
rh.paJ <- p.adjust(rh.pj, method = p.adjust.methods, n = length(rh.pj))  
rh.jRes <- data.frame(cbind(c(1:13), rh.paJ))  
colnames(rh.jRes) <- c("jgene.idx","p-value")  
rh.jRes  
# dataframe  
gene$Y1 <- Y1  
dfull <- gene[3:630]  
  
# v gene  
ar.v <- actRec[, c(colv1, colv2, colv3, colv4, colv5, colv8, colv9, colv12,   
 colv13, colv14, colv15, colv16, colv17, colv20, colv22,   
 colv23, colv24, colv26, colv27, colv30, colv31, colv32,   
 colv33, colv34, colv35, colv37, colv39, colv40, colv41,   
 colv42, colv45, colv46, colv47, colv49, colv50)]   
  
ah.v <- actHea[, c(colv9, colv26, colv45)]   
  
rh.v <- recHea[, c(colv4, colv8, colv15, colv17, colv22, colv27, colv30,   
 colv47, colv48, colv49)]  
  
# j gene  
ar.j <- actRec[, c(colj4, colj5, colj6, colj7, colj9, colj10, colj11, colj12,   
 colj13)]  
ar.j <- ar.j[, which(apply(ar.j, 2, var) != 0)]  
  
ah.j <- actHea[, c(colj7, colj8)]   
  
rh.j <- recHea[, c(colj3, colj5, colj7, colj10, colj13)]  
rh.j <- rh.j[, which(apply(rh.j, 2, var) != 0)]  
  
# pca res  
pcaFull <- prcomp(dfull, scale. = TRUE)  
# v gene  
pca.arV <- prcomp(ar.v, scale. = TRUE)  
pca.ahV <- prcomp(ah.v, scale. = TRUE)  
pca.rhV <- prcomp(rh.v, scale. = TRUE)   
  
# j gene  
pca.arJ <- prcomp(ar.j, scale. = TRUE)  
pca.ahJ <- prcomp(ah.j, scale. = TRUE)  
pca.rhJ <- prcomp(rh.j, scale. = TRUE)  
# plot  
#ARplotV <- autoplot(pca.arV, data = actRec, colour = 'Y1')  
#AHplotV <- autoplot(pca.ahV, data = actHea, colour = 'Y1')  
#RHplotV <- autoplot(pca.rhV, data = recHea, colour = 'Y1')  
#ARplotJ <- autoplot(pca.arJ, data = actRec, colour = 'Y1')  
#AHplotJ <- autoplot(pca.ahJ, data = actHea, colour = 'Y1')  
#RHplotJ <- autoplot(pca.rhJ, data = recHea, colour = 'Y1')  
autoplot(pca.arV, data = actRec, colour = 'Y1')  
autoplot(pca.ahV, data = actHea, colour = 'Y1')  
autoplot(pca.rhV, data = recHea, colour = 'Y1')  
autoplot(pca.arJ, data = actRec, colour = 'Y1')  
autoplot(pca.ahJ, data = actHea, colour = 'Y1')  
autoplot(pca.rhJ, data = recHea, colour = 'Y1')  
autoplot(pcaFull, data = gene, colour = 'Y1')  
  
# arrange  
#grid.arrange(ARplotV, ARplotJ, ncol = 2)  
#grid.arrange(AHplotV, AHplotJ, ncol = 2)  
#grid.arrange(RHplotV, RHplotJ, ncol = 2)